**Al Lab (Week 1)**

**Adit Luhadia**

**190911112**

**IT A**

**Lab 1**

Write a Program to perform the following and find the time complexity using step count method

1. Binary Search (both iterative and recursive)

#include <iostream>

using namespace std;

int count;

// Iterative binary search

int binarySearch(int arr[], int l, int r, int key) {

    count++;

    while (l <= r) {

        int m = l + (r - l) / 2;

        count++;

        count++;

        // If key is at m index

        if (arr[m] == key) {

            count++;

            return m;

        }

        count++;

        // If key is greater than mth element

        if (arr[m] < key) {

            count++;

            l = m + 1;

        }

        count++;

        // If key is smaller than mth element

        if (arr[m] > key) {

            count++;

            r = m - 1;

        }

    }

    count++;

    count++;

    // If not found, return -1

    return -1;

}

int main() {

    int n, key;

    count = 0;

    cout << "Enter the number of elements" << endl;

    cin >> n;

    int a[n];

    cout << "Enter the elements" << endl;

    for (int i = 0; i < n; i++) {

        cin >> a[i];

    }

    cout << "Enter the element to be searched" << endl;

    cin >> key;

    int result = binarySearch(a, 0, n - 1, key);

    if (result == -1) {

        cout << "Element not found" << endl;

    } else {

        cout << "Element found at index " << result << endl;

    }

    cout << "Step count: " << count << endl;

    return 0;

}

#include <iostream>

using namespace std;

int count;

// Recursive binary search

int binarySearch(int arr[], int l, int r, int key) {

    count++;

    if (r >= l) {

        count++;

        int mid = l + (r - l) / 2;

        count++;

        // If element is in the middle

        if (arr[mid] == key) {

            count++;

            return mid;

        }

        count++;

        // Search in the left subarray

        if (arr[mid] > key) {

            count++;

            return binarySearch(arr, l, mid - 1, key);

        }

        count++;

        // Search in right subarray

        return binarySearch(arr, mid + 1, r, key);

    }

    count++;

    // If not found, return -1

    return -1;

}

int main() {

    int n, key;

    count = 0;

    cout << "Enter the number of elements" << endl;

    cin >> n;

    int a[n];

    cout << "Enter the elements" << endl;

    for (int i = 0; i < n; i++) {

        cin >> a[i];

    }

    cout << "Enter the element to be searched" << endl;

    cin >> key;

    int result = binarySearch(a, 0, n - 1, key);

    if (result == -1) {

        cout << "Element not found" << endl;

    } else {

        cout << "Element found at index " << result << endl;

    }

    cout << "Step count: " << count << endl;

    return 0;

}

**![Graphical user interface, text

Description automatically generated with medium confidence](data:image/png;base64,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)**

2. Bubble Sort

#include <iostream>

using namespace std;

int count;

void bubbleSort(int arr[], int n) {

    for (int i = 0; i < n-1; i++) {

        count++; // For outer for loop

        for (int j = 0; j < n-i-1; j++) {

            count++; // For inner for loop

            count++; // For if condition

            if (arr[j] > arr[j+1]) {

                count++;

                int temp = arr[j];

                count++;

                arr[j] = arr[j + 1];

                count++;

                arr[j + 1] = temp;

            }

        }

        count++; // For false case of inner for loop

    }

    count++; // For false case of outer for loop

}

int main() {

    int n;

    count = 0;

    cout << "Enter the number of elements" << endl;

    cin >> n;

    int a[n];

    cout << "Enter the elements" << endl;

    for (int i = 0; i < n; i++) {

        cin >> a[i];

    }

    bubbleSort(a, n);

    cout << "Sorted array" << endl;

    for (int i = 0; i < n; i++) {

        cout << a[i] << "\t";

    }

    cout << "Step count: " << count << endl;

    return 0;

}
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3. Selection Sort

#include <iostream>

using namespace std;

int count;

void selectionSort(int arr[], int n) {

    for (int i = 0; i < n-1; i++) {

        count++; // For outer for loop

        count++;

        int min\_idx = i;

        for (int j = i+1; j < n; j++) {

            count++; // For inner for loop

            count++;

            if (arr[j] < arr[min\_idx]) {

                count++;

                min\_idx = j;

            }

        }

        count++; // For false condition of inner for loop

        // Swap the found minimum element with the first element

        count++;

        int temp = arr[min\_idx];

        count++;

        arr[min\_idx] = arr[i];

        count++;

        arr[i] = temp;

    }

    count++; // For false condition of outer for loop

}

int main() {

    int n;

    count = 0;

    cout << "Enter the number of elements" << endl;

    cin >> n;

    int a[n];

    cout << "Enter the elements" << endl;

    for (int i = 0; i < n; i++) {

        cin >> a[i];

    }

    selectionSort(a, n);

    cout << "Sorted array" << endl;

    for (int i = 0; i < n; i++) {

        cout << a[i] << "\t";

    }

    cout << "Step count: " << count << endl;

    return 0;

}

![Graphical user interface, text, application
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4. Insertion Sort

#include <iostream>

using namespace std;

int count;

void insertionSort(int arr[], int n) {

    for (int i = 1; i < n; i++) {

        count++; // For the for loop

        count++;

        int j = i - 1;

        count++;

        int key = arr[i];

        for (; j >= 0 && arr[j] > key; j--) {

            count++;

            count++;

            arr[j + 1] = arr[j];

        }

        count++;

        count++;

        arr[j + 1] = key;

    }

    count++; // For false condition of for loop

}

int main() {

    int n;

    count = 0;

    cout << "Enter the number of elements" << endl;

    cin >> n;

    int a[n];

    cout << "Enter the elements" << endl;

    for (int i = 0; i < n; i++) {

        cin >> a[i];

    }

    insertionSort(a, n);

    cout << "Sorted array" << endl;

    for (int i = 0; i < n; i++) {

        cout << a[i] << "\t";

    }

    cout << "Step count: " << count << endl;

    return 0;

}
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**Lab 1 additional**

**Write a Program to perform the following and find the time complexity using either operation counts or step counts method**

1. Interpolation search

#include <iostream>

using namespace std;

int count = 0;

int interpolationSearch(int arr[], int lo, int hi, int x)

{

    count++;

    int pos;

    count++; // For if statement

    if (lo <= hi && x >= arr[lo] && x <= arr[hi])

    {

        count++;

        pos = lo + (((double)(hi - lo) / (arr[hi] - arr[lo])) \* (x - arr[lo]));

        count++; // For if statement

        if (arr[pos] == x)

        {

            count++;

            return pos;

        }

        count++; // For if statement

        if (arr[pos] < x)

        {

            count++;

            return interpolationSearch(arr, pos + 1, hi, x);

        }

        count++; // For if statement

        if (arr[pos] > x)

        {

            count++;

            return interpolationSearch(arr, lo, pos - 1, x);

        }

    }

    return -1;

}

int main()

{

    int arr[20], n, index, x, i;

    cout << "enter the number of elements:";

    cin >> n;

    cout << "enter the elements:";

    for (i = 0; i < n; i++)

        cin >> arr[i];

    cout << "enter the search element:";

    cin >> x;

    index = interpolationSearch(arr, 0, n - 1, x);

    if (index != -1)

        cout << "Element found at index " << index;

    else

        cout << "Element not found.";

    cout << endl

         << "Count: " << count;

    return 0;

}
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2. Radix Sort

#include <iostream>

using namespace std;

int count = 0;

void radsort(int A[], int n)

{

    int temp;

    int bucket[10][20];

    int buck\_count[10];

    int i, k, j, r, np = 0, divisor = 1;

    count++; //for initialization

    int largest, pass\_no;

    largest = A[0];

    for (i = 1; i < n; i++)

    {

        count++; //for the for loop

        count++; //for the if condition

        if (A[i] > largest)

        {

            largest = A[i];

            count++; //for the assignment operation

        }

    }

    count++; //for the false condition of for loop

    while (largest > 0)

    {

        count++; //for the while loop

        np++;

        count++; //for the increment operation;

        largest = largest / 10;

        count++; //for the assignment operation

    }

    count++; //for the false condition of the while loop

    for (pass\_no = 0; pass\_no < np; pass\_no++)

    {

        count++; //for the for loop

        for (k = 0; k < 10; k++)

        {

            count++; //for the for loop

            buck\_count[k] = 0;

            count++; //for the assignment operation

        }

        count++; //for the false condition of the for loop

        for (i = 0; i < n; i++)

        {

            count++; //for the for loop

            r = (A[i] / divisor) % 10;

            count++; //for the assignment operation

            bucket[r][buck\_count[r]++] = A[i];

            count++; //for the assignment operation

        }

        count++; //for the false condition of the for loop

        i = 0;

        count++; //for the assignment operation

        for (k = 0; k < 10; k++)

        {

            count++; //for the for loop

            for (j = 0; j < buck\_count[k]; j++)

            {

                count++; //for the for loop

                A[i++] = bucket[k][j];

                count++; //for the assignment operation

            }

            count++; //for the false condition of the for loop

        }

        count++; //for the false condition of the for loop

        divisor = divisor \* 10;

        count++; //for the assignment operation

    }

    count++; //for the false condition of the for loop

}

int main()

{

    int a[20], n, i, j;

    cout << "enter the size\n";

    cin >> n;

    cout << "Enter the elements\n";

    for (i = 0; i < n; i++)

    {

        cin >> a[i];

    }

    radsort(a, n);

    cout << "The sorted  array is \n";

    for (i = 0; i < n; i++)

        cout << a[i] << " ";

    cout << "\nNumber of steps : " << count;

    return 0;

}
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3. Shell Sort

#include <iostream>

using namespace std;

int count = 0;

int shellSort(int arr[], int n)

{

    for (int gap = n / 2; gap > 0; gap /= 2)

    {

        count++;

        for (int i = gap; i < n; i += 1)

        {

            count++;

            int temp = arr[i];

            count++;

            int j;

            for (j = i; j >= gap && arr[j - gap] > temp; j -= gap)

            {

                arr[j] = arr[j - gap];

                count++;

            }

            count++;

            arr[j] = temp;

            count++;

        }

        count++;

    }

    count++;

    return 0;

}

void printArray(int arr[], int n)

{

    for (int i = 0; i < n; i++)

        cout << arr[i] << " ";

}

int main()

{

    int arr[20], i, n;

    cout << "enter the number of elements:";

    cin >> n;

    cout << "enter the elements:";

    for (i = 0; i < n; i++)

        cin >> arr[i];

    cout << "Array before sorting: \n";

    printArray(arr, n);

    shellSort(arr, n);

    cout << "\nArray after sorting: \n";

    printArray(arr, n);

    cout << endl

         << "Count: " << count;

    return 0;

}
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4. Heap Sort

#include <iostream>

using namespace std;

int Count = 0;

void heapify(int arr[], int n, int i)

{

    int largest = i;

    int l = 2 \* i + 1;

    int r = 2 \* i + 2;

    if (l < n && arr[l] > arr[largest])

        largest = l;

    if (r < n && arr[r] > arr[largest])

        largest = r;

    if (largest != i)

    {

        int temp = arr[i];

        arr[i] = arr[largest];

        arr[largest] = temp;

        heapify(arr, n, largest);

    }

}

void heapSort(int arr[], int n)

{

    for (int i = n / 2 - 1; i >= 0; i--)

    {

        Count++; //for the for loop

        Count++; //for function call

        heapify(arr, n, i);

    }

    Count++; // for the false condition of the for loop

    for (int i = n - 1; i > 0; i--)

    {

        Count++; //for the for loop

        int temp = arr[0];

        Count++; //for the assignment operation

        arr[0] = arr[i];

        Count++; //for the assignment operation

        arr[i] = temp;

        Count++; //for the assignment operation

        Count++; //for the function call

        heapify(arr, i, 0);

    }

}

int main()

{

    int a[20], n, i;

    cout << "enter the size\n";

    cin >> n;

    cout << "Enter the elements\n";

    for (i = 0; i < n; i++)

    {

        cin >> a[i];

    }

    heapSort(a, n);

    cout << "The sorted  array is \n";

    for (i = 0; i < n; i++)

        cout << a[i] << " ";

    cout << "\nNumber of step : " << Count;

    return 0;

}
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**Lab 2**

**1. DFS**

#include <bits/stdc++.h>

using namespace std;

void DFS(int A[10][10], int a, int b, int &c)

{

    stack<int> s;

    c++;

    int z;

    bool visited[a];

    for (int i = 0; i < a; i++)

    {

        c++;

        visited[i] = false;

    }

    c++;

    s.push(0);

    while (!s.empty())

    {

        z = s.top();

        s.pop();

        c++;

        if (!visited[z])

        {

            cout << z << " ";

            visited[z] = true;

            c++;

        }

        for (int i = 0; i < a; i++)

        {

            c++;

            if (A[z][i] && visited[i] == false)

            {

                s.push(i);

                c++;

            }

        }

    }

}

int main()

{

    int A[10][10], n, m, x, co = 0;

    ;

    cout << "Enter no. of the vertices\n"

         << endl;

    cin >> n;

    co++;

    cout << "Enter number of the edges\n"

         << endl;

    cin >> m;

    co++;

    for (int i = 0; i < n; i++)

    {

        co++;

        {

            for (int j = 0; j < n; j++)

            {

                A[i][j] = 0;

                co++;

            }

        }

    }

    co++;

    int p, q;

    for (int i = 1; i <= m; i++)

    {

        cout << "Enter Source: " << endl;

        cin >> p;

        co++;

        cout << "Enter destination: " << endl;

        cin >> q;

        co++;

        A[p][q] = 1;

    }

    DFS(A, n, m, co);

    co++;

    cout << endl

         << "\nNo of counts:" << co << endl;

}

**2. BFS**

#include <bits/stdc++.h>

using namespace std;

void BFS(int A[10][10], int a, int b, int &x)

{

    queue<int> q;

    x++;

    int z;

    bool visited[a];

    for (int i = 0; i < b; i++)

    {

        x++;

        visited[i] = false;

    }

    x++;

    q.push(0);

    while (!q.empty())

    {

        z = q.front();

        q.pop();

        x++;

        if (!visited[z])

        {

            cout << z << " ";

            visited[z] = true;

            x++;

        }

        for (int i = 0; i < a; i++)

        {

            x++;

            if (A[z][i] && visited[i] == false)

            {

                q.push(i);

                x++;

            }

        }

    }

}

int main()

{

    int A[10][10], n, m, x, co = 0;

    ;

    cout << "enter no. of vertice\n";

    cin >> n;

    co++;

    cout << "enter number of edges\n";

    cin >> m;

    co++;

    for (int i = 0; i < n; i++)

    {

        co++;

        {

            for (int j = 0; j < n; j++)

            {

                A[i][j] = 0;

                co++;

            }

        }

    }

    co++;

    int p, q;

    for (int i = 1; i <= m; i++)

    {

        cout << "Enter Source: ";

        cin >> p;

        co++;

        cout << "Enter destination: ";

        cin >> q;

        co++;

        A[p][q] = 1;

    }

    BFS(A, n, m, co);

    co++;

    cout << endl

         << "No of counts: " << co << endl;

}

**3. To find mother vertex in a graph**

#include <bits/stdc++.h>

using namespace std;

void dfs(int \*\*adj, bool \*visited, int n, int sv)

{

    visited[sv] = true;

    for (int i = 0; i < n; i++)

        if (adj[sv][i] == 1 && !visited[i])

            dfs(adj, visited, n, i);

}

int main()

{

    int v, e;

    cin >> v >> e;

    cout << endl;

    int \*adj = new int[v];

    for (int i = 0; i < v; i++)

        adj[i] = new int[v];

    for (int i = 0; i < v; i++)

        for (int j = 0; j < v; j++)

            adj[i][j] = 0;

    for (int i = 0; i < e; i++)

    {

        int l, r;

        cin >> l >> r;

        adj[l][r] = 1;

    }

    bool \*visited = new bool[v];

    for (int i = 0; i < v; i++)

        visited[i] = false;

    int flag;

    for (int i = 0; i < v; i++)

    {

        flag = 0;

        visited[i] = true;

        dfs(adj, visited, v, i);

        for (int j = 0; j < v; j++)

        {

            if (visited[j] == false)

            {

                flag = 1;

                break;

            }

        }

        if (flag == 0)

            cout << i << "  ";

        // reset

        for (int j = 0; j < v; j++)

            visited[j] = false;

    }

    delete[] visited;

    for (int i = 0; i < v; i++)

        delete[] adj[i];

    delete[] adj;

    return 0;

}

**4. To find transpose matrix of given graph**

#include <bits/stdc++.h>

using namespace std;

int c;

void dfs(int \*\*adj, bool \*visited, int n, int sv)

{

    c++;

    visited[sv] = true;

    cout << sv << "\t";

    c++;

    for (int i = 0; i < n; i++, c++)

        if (adj[sv][i] == 1 && !visited[i])

            dfs(adj, visited, n, i);

}

int main()

{

    c = 0;

    int v, e;

    c++;

    cin >> v >> e;

    c++;

    cout << endl;

    int \*adj = new int[v];

    for (int i = 0; i < v; i++, c++)

        adj[i] = new int[v];

    for (int i = 0; i < v; i++, c++)

        for (int j = 0; j < v; j++, c++)

            adj[i][j] = 0;

    for (int i = 0; i < e; i++, c++)

    {

        c++;

        int l, r;

        cin >> l >> r;

        c++;

        adj[r][l] = 1;

    }

    c++;

    bool \*visited = new bool[v];

    for (int i = 0; i < v; i++, c++)

        visited[i] = false;

    int sv;

    c++;

    cout << "Enter start vertex: ";

    cin >> sv;

    c++;

    cout << "dfs of transpose: ";

    dfs(adj, visited, v, sv);

    cout << "\nStep count: " << c;

    return 0;

}

**Lab 3**

**1. Finding a path in the graph**

#include <iostream>

#include <queue>

using namespace std;

class Node

{

public:

    int val;

    Node \*next = NULL;

};

void add(Node \*&head, int val)

{

    if (!head)

    {

        head = new Node;

        head->val = val;

        return;

    }

    Node \*temp = head;

    while (temp->next != NULL)

        temp = temp->next;

    Node \*newn = new Node;

    newn->val = val;

    temp->next = newn;

}

bool path(Node \*graph[], int visited[], int src, int dest)

{

    Node \*temp = graph[src];

    while (temp != NULL)

    {

        if (visited[temp->val] == 0)

        {

            if (temp->val == dest || path(graph, visited, temp->val, dest))

            {

                cout << temp->val << " ";

                visited[temp->val] = 1;

                return true;

            }

        }

        temp = temp->next;

    }

    return false;

}

int main()

{

    int n;

    cout << "Enter size:";

    cin >> n;

    Node \*graph[n + 1] = {NULL};

    cout << "Enter edges:" << endl;

    int a = 0, b = 0;

    while (true)

    {

        cin >> a >> b;

        if (a != -1 && b != -1)

            add(graph[a], b);

        else

            break;

    }

    cout << "Path between:";

    cin >> a >> b;

    int visited[n + 1] = {0};

    cout << path(graph, visited, a, b);

}

**2. Finding a cycle in the graph**

#include <iostream>

#include <queue>

using namespace std;

class Node

{

public:

    int val;

    Node \*next = NULL;

};

void add(Node \*&head, int val)

{

    if (!head)

    {

        head = new Node;

        head->val = val;

        return;

    }

    Node \*temp = head;

    while (temp->next != NULL)

        temp = temp->next;

    Node \*newn = new Node;

    newn->val = val;

    temp->next = newn;

}

bool path(Node \*graph[], int visited[], int src, int dest)

{

    Node \*temp = graph[src];

    while (temp != NULL)

    {

        if (visited[temp->val] == 0)

        {

            if (temp->val == dest || path(graph, visited, temp->val, dest))

            {

                visited[temp->val] = 1;

                return true;

            }

        }

        temp = temp->next;

    }

    return false;

}

bool cycles(Node \*graph[], int n)

{

    bool found = false;

    for (int i = 1; i < n; i++)

    {

        int visited[n] = {0};

        if (path(graph, visited, i, i))

            found = true;

    }

    return found;

}

int main()

{

    int n;

    cout << "Enter size:";

    cin >> n;

    Node \*graph[n] = {NULL};

    cout << "Enter edges:" << endl;

    int a = 0, b = 0;

    while (true)

    {

        cin >> a >> b;

        if (a != -1 && b != -1)

            add(graph[a], b);

        else

            break;

    }

    cycles(graph, n) ? cout << "Cycle exists" : cout << "Cycle absent";

}

**3. Check whether the given graph is connected or not.**

#include <iostream>

using namespace std;

int Count = 0;

void traverse(int graph[][30], int n, int u, bool visited[])

{

    visited[u] = true;

    for (int v = 0; v < n; v++)

    {

        if (graph[u][v])

        {

            if (!visited[v])

                traverse(graph, n, v, visited);

        }

    }

}

bool isConnected(int a[][30], int n)

{

    bool \*vis = new bool[n];

    for (int u; u < n; u++)

    {

        Count++; // For outer for loop

        for (int i = 0; i < n; i++)

        {

            Count++; // For inner for loop

            vis[i] = false;

            Count++;

        }

        Count++; // For false conditionn of inner for loop

        Count++;

        traverse(a, n, u, vis);

        for (int i = 0; i < n; i++)

        {

            Count++; // For inner for loop

            if (!vis[i])

            {

                Count++;

                Count++;

                return false;

            }

        }

        Count++; // For false conditionn of inner for loop

    } // For false condition of outer for loop

    Count++;

    return true;

}

int main()

{

    int n, g[30][30];

    cout << "Enter the number of vertex:\n";

    cin >> n;

    cout << "Fill the adjacency table:\n";

    for (int i = 0; i < n; i++)

        for (int j = 0; j < n; j++)

            cin >> g[i][j];

    if (isConnected(g, n))

        cout << "The Graph is connected.";

    else

        cout << "The Graph is not connected.";

    cout << "\nNumber of steps : " << Count;

}
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